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Abstract—In this paper, we address the problem of collision avoidance for a swarm of UAVs used for continuous surveillance of an urban environment. Our method, LSwarm, efficiently avoids collisions with static obstacles, dynamic obstacles and other agents in 3-D urban environments while considering coverage constraints. LSwarm calculates collision avoiding velocities that (i) maximize the conformity of an agent to an optimal path given by a global coverage strategy and (ii) ensure sufficient resolution of the coverage data collected by each agent. Our algorithm is formulated based on ORCA (Optimal Reciprocal Collision Avoidance) and is scalable with respect to the size of the swarm. We evaluate the coverage performance of LSwarm in realistic simulations of a swarm of quadrotors in complex urban models. In practice, our approach can compute collision avoiding velocities for a swarm composed of tens to hundreds of agents in a few milliseconds on dense urban scenes consisting of tens of buildings.

Index Terms—Collision Avoidance, Path Planning for Multiple Mobile Robots or Agents, Simulation and Animation.

I. INTRODUCTION

RECENT advances in multi-rotor UAVs have created new areas of application, including surveillance, search and rescue, and monitoring. Continuous surveillance involves gathering sensory data (such as from a camera) from all regions in an area or volume of interest by traversing a path optimized for maximum coverage while accounting for static and dynamic obstacles \cite{1}. For applications such as surveillance, using a single UAV/agent may not be effective when time, battery capacity, reliability, and coverage performance are considered.

A solution to this problem is to use a swarm of agents to perform surveillance, where each agent follows an optimal path provided by a global coverage strategy that maximizes the covered area or the information gathered from the environment. We use “optimal coverage path” or “global coverage path” to refer to this global path in this paper. Many techniques have been proposed that have formulated this optimal coverage path for multi-agent systems, while considering collision avoidance \cite{2}, \cite{3}, \cite{4}, \cite{5}, \cite{6}. However, existing algorithms either ignore collisions between the swarm agents and dynamic obstacles in the environment \cite{2}, \cite{4}, or do not provide solutions that can be scaled to hundreds of agents.

Moreover, making an agent hover to avoid collision would fail when multiple dynamic obstacles approach head-on. When an agent encounters large numbers of dynamic obstacles, a haphazard maneuver to avoid collisions will again lead to loss of valuable data on the ground. In addition, the resolution of the gathered data must be considered to ensure its usefulness.

Main Contributions: We present LSwarm, a local collision avoidance method for quadrotor swarms performing continuous surveillance of large, complex 3-D urban environments (see Fig.1). LSwarm builds on ORCA \cite{7} (a Velocity Obstacle based collision avoidance method), and to the best of our knowledge, it is the first implementation that considers all of the following:

(a) Collision avoidance with agents & dynamic obstacles,
(b) Collision avoidance with static obstacles,
(c) Scalability to large number of agents,
(d) Acceleration Limits (Dynamics constraint),
(e) Constraints on coverage,
(f) Uncertainty in position and velocity.
Our coverage constraints consider the following:

(i) Each agent conforms maximally to an optimal path given by a global coverage strategy during collision avoidance. In other words, the calculated collision avoidance velocities for each agent also minimizes the coverage area loss (Section III.A).

(ii) The coverage data obtained by the agents’ sensors have sufficient resolution (defined by Ground Sampling Distance (GSD)).

Our collision avoidance method is compatible with any global coverage strategy that provides waypoints. We use a simple lawn-mower strategy to provide the global coverage path in this paper. We evaluate LS-Swarm’s performance with respect to ORCA in urban environments which contain a plethora of static obstacles such as buildings of various heights, and dynamic obstacles in the form of birds, helicopters and other swarm agents. We perform accurate simulations of the quadrotor swarm in four different 3-D urban scenes. Depending on the model, the number of buildings vary between 10 to 80, and the height of buildings vary between 5 to 30 meters. Our algorithm takes milliseconds to compute collision-free velocities for 50 quadrotor agents on eight cores. We observe that LS-Swarm provides an improvement of up to a factor of two in coverage area over the use of ORCA, as the number of dynamic obstacles increases.

We first survey the previous work in coverage strategies, collision avoidance and modeling uncertainties in Section II. We formally define our coverage constraints and description of the global lawn-mower strategy in Section III and present our local collision avoidance algorithm in Section IV. Section V presents the experiments and results of our implementation. Section VI summarizes the paper and suggests possible directions for future work. For a detailed discussion of all the concepts in this paper, refer to [8].

II. PREVIOUS WORK

A recent survey on control, planning, and design of aerial swarm robots can be found in [9].

A. Swarm Control Strategies for Coverage Optimization

In this section, we give a brief overview of prior work on coverage optimization, and collision avoidance strategies.

Coverage Optimization: Urban area surveillance with added localization constraints, and swarm distribution optimization to cover high priority surveillance regions is presented in [4]. Julian et al. present a scalable consensus-based approximation method to generate trajectories to maximize the information gathered by a swarm in [2]. Dames et al. [10], track an unknown number of mobile targets using a team of robots which employ the Probability Hypothesis Density (PHD) filter to simultaneously estimate the number of targets and their positions. In [11], a distributed formulation of the PHD filter presented, which is combined with Lloyd’s algorithm to control the robots’ motions. Velagapudi et al. [6] present a distributed planner to explore moderately constrained environments that also accounts for communication constraints in large swarms in 2-D. A receding horizon planner for multi-robot coverage in partially known environments is presented by Das et al. in [12].

Collision Avoidance through precomputed trajectories:

Saha et al. [3] demonstrate an incremental motion planning method to find the order of dispatch for robots in constricted environments, which could be useful to plan paths through dense urban environments. Turpin et al. [5] present a centralized trajectory generation algorithm with optimality guarantees along with a scalable decentralized case, assuming the absence of static obstacles. A centralized feedback control law for uniform and ergodic domain coverage using multi-agent systems is shown in [13]. Trajectory generation for hundreds of quadrotors in dense continuous environments using an inter-robot conflict annotated roadmap is demonstrated in [14]. A parallelization formulation for centralized trajectory generation methods for swarms is shown in [15].

In contrast to previous work, our method combines a global coverage strategy (based on space filling curves) with a local collision avoidance scheme (based on Velocity Obstacle) which avoids collisions on the fly. The global coverage strategy in our case accounts only for static obstacles and not the inter-agent collisions in the swarm. The decentralized local collision avoidance formulation can scale up to a large number of swarm agents, avoids having a single point of failure, and also accounts for the dynamic nature of the environment such as moving obstacles not known a priori.

B. VO-based collision avoidance

Velocity Obstacle (VO) [16] transforms the collision avoidance problem in the workspace to an equivalent formulation in the velocity space. Reciprocal Velocity Obstacles (RVO) [17] improved on VO to tackle robot-robot collision avoidance, where each agent computes its velocity based on the velocity of other agents. Optimal Reciprocal Collision Avoidance (ORCA) [7] further improved RVO by formulating a sufficient condition for multi-robots collision avoidance. ORCA was extended to 3-D in [18] and to include a proximity based static obstacle avoidance in [19]. Breitenmoser and Martinoli [20] combine multi-robot coverage and reciprocal collision avoidance and evaluate the new method’s benefits in several scenarios. Recently, learning based methods such as Proximal Policy Optimization [21] show promising results for scalable decentralized collision avoidance. Although ORCA has several advantages since it is decentralized, and scalable, it assumes perfect knowledge of the position and velocity of each agent and does not model uncertainty.

C. Modeling Uncertainties

Many papers have modeled local control and sensing uncertainties to make VO based collision avoidance more practical. Hennes et al. present an Adaptive Monte Carlo localization-based solution (AMCL) [22] for modeling the pose of a ground robot. However, AMCL’s dependence on odometry and laser data makes it hard to adapt for UAVs. The authors of PIXHAWK [23] have shown the feasibility of vision-based localization for UAVs and the use of stereo cameras to detect nearby obstacles. Snape et al. [24] and Kamel et al. [25] present Kalman filtering based methods to vary the safe distance between the agents based on position and velocity
uncertainties. We use a Kalman filtering method similar to [24], [25] to handle uncertainties in localization and sensing.

III. SWARM COVERAGE IN URBAN SCENES

In this section, we formally define our constraints on coverage loss and resolution of the collected data. We state our assumptions and then describe the global lawnmower strategy that provides the optimal coverage path. LSwarm is compatible with any global method that generates waypoints for each agent, and in this paper we use a lawnmower strategy due to its simplicity.

A. Coverage Constraint Definition

As stated earlier, LSwarm’s coverage constraints ensure that collision avoidance velocities are calculated such that coverage area loss is minimized and the resolution of collected data is satisfactory.

1) Coverage Area Loss: Each swarm agent’s primary objective is to follow the optimal coverage path as closely as possible. This path provides the maximum coverage of the environment, and any deviation from this path would result in loss of coverage area and information. The following definitions apply to each quadrotor in the swarm.

Let area\textsubscript{pref} be the preferred area that would have been covered if a quadrotor followed the optimal coverage path perfectly for a given period of time. Let area\textsubscript{actual} be the actual area covered by the quadrotor. When the quadrotor does not face any obstacle while on the optimal coverage path, area\textsubscript{actual} = area\textsubscript{pref}. In cases where the quadrotor faces an obstacle, area\textsubscript{actual} ∩ area\textsubscript{pref} ≤ area\textsubscript{pref}. Let area\textsubscript{overlap} denote the overlap area between area\textsubscript{pref} and area\textsubscript{actual}. Then, area\textsubscript{overlap} = area\textsubscript{pref} ∩ area\textsubscript{actual} and the overlap ratio is given as, area\textsubscript{overlap}/area\textsubscript{pref}. The coverage loss is then defined as (1 − overlap ratio). When overlap ratio = 1, (optimal path is perfectly followed), the coverage loss is 0.

2) Sensor Resolution: We assume that each quadrotor in our swarm has a sensor (camera) to gather information from the environment. The sensor is modeled to have a conical view of the environment with a fixed apex angle. The radius r of the base circle of this view-cone would depend on the altitude h at which the quadrotor is flying as:

\[ r = h \cdot \tan \theta \]  

(1)

Where \( \theta \) is half of the apex angle of the cone. We use a measure called Ground Sampling Distance (GSD) to impose resolution constraints on the gathered information. Since GSD is applied on rectangular images, we use the largest area square inside the base circle of the view-cone to calculate GSD as:

\[ GSD_h = K_h \cdot h \text{ and } GSD_w = K_w \cdot h. \]  

(2)

Where \( K_h \) and \( K_w \) are constants given as:

\[ K_h = \frac{\text{Sensor Height}}{f \cdot \text{Image Height}} \text{ and } K_w = \frac{\text{Sensor width}}{f \cdot \text{Image Width}}. \]  

(3)

The sensor height and sensor width are the dimensions of the camera sensor and f is the focal length of camera. Since we are considering a square camera footprint, \( GSD_h \) is equal to \( GSD_w \) in our case. The higher the GSD value, the poorer the resolution.

B. Assumptions on Swarm Agents

We assume that the sensor attached to the agent always faces downwards irrespective of the orientation of the agent. This can be achieved by attaching the sensor to a gimbal. We also assume that each agent knows its own position and velocity, and can sense the positions and velocities of other obstacles around it, which could be noisy.

C. Global Coverage Strategy

Lawnmower sweep, a simple yet widely used strategy that guarantees 100% coverage of a search space [26], [27] is used to generate our optimal coverage path. Some implementations [26] segregate the obstacle from a non-obstacle region and perform a separate search sweep in each connected non-obstacle region, i.e., free space. Similar ideas have also been used in unknown terrain; for example, [27] uses a combination of boustrophedon and A* to, respectively, (a) perform a search sweep in unknown terrain, and (b) optimally traverse the known terrain.

Using lawnmower sweep in urban environments provides a unique set of challenges. Covering occluded areas where buildings are densely constructed is one challenge that is not typically addressed by the standard two-dimensional implementations of the approach. The occlusion problem can be mitigated by having agents adjust their height to fly over the buildings that create such occlusion. In other words, connections between different regions of ground-level search are possible by having agents perform a temporary change in altitude by flying over buildings.

1) Lawnmower sweep: A mathematical formulation of the lawnmower sweep and sampling of free space are discussed in detail in [8].

2) Global Solution: Our global lawnmower solution experiments take the quadrotors’ sensor model and a resolution measure for the sensor output into account and precompute the waypoints (as seen in Fig. 2) over the environment. We use a simple approach that extends a standard lawnmower sweep from 2-D to 3-D by determining the optimal flying altitude to obtain a good resolution in the output and the necessary altitude changes to avoid collisions with building along the sweep path, and then augmenting the height components of the path accordingly. It is possible to use more sophisticated methods, which calculate a sweep path that minimizes the number of altitude changes required over the entire search.

IV. LOCAL COLLISION AVOIDANCE WITH COVERAGE CONSTRAINTS

In this section, we provide an introduction to ORCA and define our local collision avoidance method with coverage constraints. Refer to [8] for the definitions of the symbols used here.

A. Optimal Reciprocal Collision Avoidance

ORCA is a computationally fast algorithm that calculates collision avoiding velocities in real-time using linear programming. We provide ORCA’s main result that is used to select...
collision avoiding velocities. The collision free ORCA velocity set for an agent $A$ (given the position and velocity of an agent $B$) can be formulated as:

$$\text{ORCA}_{A/B}^\tau = \{ v \mid (v - (v_A + \gamma u)) \cdot \hat{n} \geq 0 \},$$  \hspace{1cm} (4)

where $v_i$ is the current velocity of agent $i$, $u$ is the vector from $v_A - v_B$ to the Velocity Obstacle boundary point and $\hat{n}$ is the outward normal at $(v_A - v_B) + u$ on the boundary of $\text{VO}_{A/B}^\tau$. $\gamma$ is the responsibility factor for agent $A$ in avoiding the collision. For collision avoidance between two agents (reactive obstacles), each take half of the responsibility for changing their velocities such that their relative velocities lie outside $\text{VO}_{A/B}^\gamma$. Hence, $\gamma = \frac{1}{2}$ for reactive obstacles. In the case of non-reactive obstacles (e.g., buildings or birds), $\gamma = 1$ for the agent.

After computing the intersection of all pairwise ORCA sets to get $\text{ORCA}_{A}^\tau$, agent $A$ selects its new velocity from it such that

$$v_{A}^{\text{new}} = \arg\min_{v \in \text{ORCA}_{A}^\tau} \| v - v_{A}^{\text{pref}} \|.$$  \hspace{1cm} (5)

For a detailed discussion of ORCA refer to [7].

### B. Collision Avoidance with Static Obstacles

In dense urban scenarios, the quadrotors might be required to maneuver close to buildings. Even though the global coverage path accounts for static obstacles, any deviation from the global path during collision avoidance may cause the quadrotor to collide with the buildings (Fig. 3). To prevent such collisions, our method accounts for the static obstacles using proximity queries [19]. Each quadrotor continuously computes its proximity to static obstacles, like the buildings in an urban scene. The closest point on the static obstacle is considered as a point obstacle and the Minkowski sum is calculated considering a small positive value for the radius ($\varepsilon$) of this closest point and the quadrotor sphere’s radius ($r$).

$$R = r \oplus \varepsilon.$$  \hspace{1cm} (6)

We use the ORCA formulation for non-reactive obstacles as described in Section IV.A to select a new collision free velocity for the agent. Since this method uses only proximity queries, it can be easily incorporated in a physical quadrotor system using depth sensors.

**Avoiding Deadlock:** In ORCA, an agent $A$’s preferred velocity $v_{A}^{\text{pref}}$ at each time step is directed towards the next waypoint. In certain cases, with the deviation caused by collision avoidance, the quadrotor might be directed towards a building. Although the static obstacle avoidance would prevent any collision, $v_{A}^{\text{pref}}$ might still be directed through the building. Since we consider only the closest point as obstacles, the quadrotor might reach a deadlock trying to follow this $v_{A}^{\text{pref}}$. To solve this issue, we update the $v_{A}^{\text{pref}}$ as being directed to the closest point along the line segment connecting the previous and the next waypoints. This helps overcome potential deadlock scenarios.

### C. Dynamics Constraints

ORCA assumes that agents can modify their velocity instantaneously. Quadrotors in the swarm may destabilize when there is a large change in their velocities, which results in large pitch or roll angles, that might topple the quadrotors. We prevent such scenarios by adding constraint on each quadrotor’s maximum acceleration. The feasible velocity space for a quadrotor is given by:

$$v_{\text{new}} < v_{\text{current}} + a_{\text{max}} \cdot t.$$  \hspace{1cm} (7)

This formulation keeps the collision-free velocity space convex, thus ensuring fast computation time. The search for appropriate velocities can be performed using acceleration velocity obstacles [28].

### D. Modeling Uncertainty

We use Kalman filtering to handle noise in the positions and velocities of all moving entities. We first estimate the means and the covariance matrices of the positions and velocities of all moving entities. The square root of the largest eigenvalue of
an entity’s position covariance matrix is used as a measure to increase the radius of the bounding sphere of that entity. This ensures that the agent remains within this augmented bounding sphere as long as the real position is within one standard deviation of estimated position. The VO is constructed using this bounding sphere and the resultant VO is augmented by the covariance of the velocity uncertainty. Thus, as the uncertainty in sensing increases, each agent takes a more conservative approach to avoid collisions.

E. Dynamic Collision Avoidance with Coverage Constraints

Our goal is to compute a velocity that avoids collision and detours the quadrotor in a path which minimizes the coverage loss. In this section, we provide details on the coverage loss formulation.

In the absence of dynamic obstacles, all quadrotors would fly between one waypoint to the next with their preferred velocities, at the optimal altitude computed by the lawn mower strategy. As mentioned previously, we assume a square footprint for the camera’s coverage cone at any instant of time. Therefore, the area covered by a quadrotor at any time instant \( t \in [0, \tau] \) can be given as:

\[
area_{\text{pref}} = \text{Area}(x, y, s, t) \]

\[
= \text{Square area of side } s \text{ centered at } (x, y). \quad (8)
\]

Where \( \tau \) is the time horizon over which we calculate the area, \( x = v_{\text{pref}} \cdot t, \ y = v_{\text{pref}} \cdot t, \) and \( s = (h - v_{\text{pref}} \cdot t) \cdot \tan \theta. \)

Here, \( h \) is the initial altitude of the quadrotor at \( t = 0 \). The area covered over \( \tau \) for which the velocity will be constant can be computed as:

\[
\bigcup_{\tau} \text{Area}(x, y, s, t). \quad (9)
\]

We sample the time horizon \( \tau \) into smaller time steps and forward simulate the velocity \( v_{\text{new}} \) to calculate the area of which that would be covered if \( v_{\text{new}} \) is chosen as the new velocity. When dynamic obstacles are present, the quadrotors choose a new velocity \( v_{\text{new}} \) according to (5), and \( x, y, \) and \( s \) in (8) would be with respect to \( v_{\text{new}} \).

\[
area_{\text{new}} = \bigcup_{\tau} \text{Area}(v_{\text{new}}, t, v_{\text{new}}, t, (h - v_{\text{new}} \cdot t) \cdot \tan \theta \cdot s, t) \quad (10)
\]

The conformity to the global optimal coverage path automatically results in minimizing the loss of the coverage area. Conformity increases with an increase in overlap between the areas in (9) and (10), while also limiting the GSD below an upper threshold. Therefore, our objective function becomes:

\[
\max_{\text{GSD}} \text{Area}_{\text{overlap}} = \max_{\text{GSD} \leq \text{GSD}_{\text{max}}} \left( \text{area}_{\text{pref}} \bigcap \text{area}_{\text{new}} \right) \quad (11)
\]

A collision avoidance scenario is shown in Fig. 4, and the corresponding coverage area for different states of the quadrotor are shown in Fig. 5. Overlap area can be computed by methods such as clipping, but performing clipping for each possible velocity, in each time-step for each agent would be computationally expensive.

F. LSwarm Acceleration

In order to reduce the computation burden and ensure scalability, LSwarm uses a Look Up Table (LUT) to select a collision avoiding velocity that maximizes (11). The LUT contains precomputed values for the overlap areas for various new velocities. At runtime, we select a new velocity based on its corresponding overlap area from this LUT and on certain conditions. The construction of the LUT and velocity selection are discussed in the following sections.

1) Constructing the Look Up Table: Let us consider the unit vector \((1, 0, 0)\) and call it \(v_{\text{unit}}\). This unit vector corresponds to the forward direction for the quadrotor in the quadrotor’s frame of reference and can be transformed to any preferred velocity vector by using the standard 3x3 rotational transformation matrix \((R)\) as,

\[
v_{\text{pref}} = R_{\text{trans}} \cdot v_{\text{unit}}. \quad (12)
\]

For a time horizon \( \tau \), we calculate \(area_{\text{unit}}\) corresponding to \( v_{\text{unit}} \) as given in (9) assuming a flying altitude of 5m. We rotate \( v_{\text{unit}} \) (about Y and Z axes) in all possible forward directions to evaluate how such rotations affect the overlap area with \(area_{\text{unit}}\). We first apply a rotation to \( v_{\text{unit}} \) about the Z-axis by an angle \( \alpha \) as,

\[
v_{\alpha} = R_{Z\alpha} \cdot v_{\text{unit}}. \quad (13)
\]

where \( \alpha \in [-90^\circ, 90^\circ] \). For each angle of rotation \( \alpha \) about the Z-axis, we again apply a rotation \( \beta \) about the Y-axis as,

\[
v_{\alpha\beta} = R_{Y\beta} \cdot v_{\alpha}. \quad (14)
\]

where \( \beta \in [-90^\circ, 90^\circ] \). \( \beta \) is the angle which governs whether the quadrotor will move upward or downward.

Let us denote the coverage area for \( v_{\alpha\beta} \) over time \( \tau \) as \(area_{\alpha\beta}\). The rotation of \( v_{\text{unit}}\) is continued until all values of \( \alpha \) and \( \beta \) are used by increments of \( 1^\circ \), and \( v_{\alpha\beta}\) and the overlap between \(area_{\alpha\beta}\) and \(area_{\text{unit}}\) are recorded into the LUT. The fully constructed LUT has 32,761 x 5 entries.

2) Selecting New Velocity from LUT: When the quadrotor has to change its velocity to avoid an obstacle, first we use ORCA to compute a new velocity \(v_{\text{new}}\) as given in (5). The difference \( \delta \) between \(v_{\text{new}}\) and \(v_{\text{pref}}\) is given as,

\[
\delta = |v_{\text{pref}} - v_{\text{new}}| \quad (15)
\]

Next, we search the LUT for \(v_{\alpha\beta}\) such that

\[
|v_{\text{unit}} - v_{\alpha\beta}| \geq \delta + \varepsilon \quad (16)
\]

where \( \varepsilon \) is a small positive value. All the velocities which satisfy (16) are ranked based on their corresponding overlap area with \(area_{\text{unit}}\). The Z-component of \(v_{\alpha\beta}\) is used to compute the altitude change in the time horizon, and the velocities whose altitude change fail the GSD constraint are neglected. The rotation \(R_{\text{trans}}\) is applied to each shortlisted \(v_{\alpha\beta}\) to transform it correspond to the preferred velocity orientation. Let us denote the transformed velocity as \(v_{\alpha\beta}^{\text{trans}}\). It is computed as:

\[
v_{\alpha\beta}^{\text{trans}} = R_{\text{trans}} \cdot v_{\alpha\beta}. \quad (17)
\]

We check if each \(v_{\alpha\beta}^{\text{trans}} \in ORCA^\tau_{\text{quadrotor}}\) which is the ORCA set for the quadrotor for time \( \tau \). The transformed velocity
Fig. 4: Quadrotor deviating downward when avoiding a dynamic obstacle (a bird). The translucent quadrotors represent the path that would have been taken in the absence of the dynamic obstacle, when \( v = v_{\text{Pref}} \). The curve with the opaque quadrotors represents the path taken to avoid the obstacle when \( v = v_{\text{new}} \) and is computed by ORCA. The different states of the quadrotor are numbered. We highlight the coverage for these positions in Fig. 5.

\( v^{\text{trans}}_{\alpha \beta} \) with the highest rank that belongs to \( \text{ORCA}^\tau_{\text{quadrotor}} \) is guaranteed to avoid collisions and such a \( v^{\text{trans}}_{\alpha \beta} \) may or may not be equal to the new velocity given by ORCA. Thus, the coverage area resulting from choosing this velocity will always be greater than or equal to the coverage area resulting from the velocity given by ORCA.

**Computed Behavior:** ORCA computes a set of collision free velocity for an agent, from which the velocity that satisfies (5) is chosen. In contrast, LSwarm replaces (5) by selecting the velocity in (16) that satisfies GSD constraint and has maximum coverage overlap.

V. RESULTS AND PERFORMANCE

In this section, we describe our implementation and highlight LSwarm’s performance.

A. Implementation

LSwarm was implemented on an Intel Xeon octacore processor at 3.6 GHz with 32 GB memory and GeForce GTX 1080 GPU. For simulating the swarm of quadrotors, we used ROS Kinetic, Gazebo 7.14.0, along with the PX4 Software-In-The-Loop firmware.

1) LawnMower Strategy: LSwarm can handle arbitrary 3-D models. X-Y values of the global waypoints are computed using an occupancy grid constructed from the 2D footprint of the environment, while the Z values vary based on the building heights (Section III.C).

2) Local Collision Avoidance: ORCA is implemented using the RVO2-3D [18] library. In LSwarm, we compute the Euclidean separation distance for static collision avoidance using the Proximity Query Package (PQP) library [29]. We do not include a static obstacle avoidance as a part of ORCA in our comparisons. ORCA models static obstacles as line segments or planes, which is unsuitable for real world implementation. Hence, we test ORCA with the lawnmower strategy (which accounts for static obstacles) to test if it would be adequate to avoid collision with buildings.

B. Benchmarks

Table I shows the dimensions and complexity of different urban models used to evaluate our method, and the time taken to compute the lawnmower waypoints. For a model of area \( \sim 6000 \, \text{m}^2 \), the lawnmower strategy took 2.5 seconds to generate the waypoints. The models themselves are shown in Fig. 1 and 6. The first word in the model name corresponds to the average height (high-rise/low-rise), and the second word signifies the density of buildings in the model. The 4 benchmarks with varying building heights and building densities (building/sq.m) capture the real world scenarios that an aerial surveillance system may face from metropolitan cities (High Dense) to suburbs (Low Sparse).

C. Performance Evaluation

In this section, we compare the static collision avoidance and coverage performance of LSwarm and ORCA. LSwarm provides the same agent-agent collision avoidance guarantees as ORCA and hence results pertaining to this case are not included in this paper.

We evaluated the combined strategy (LSwarm or ORCA with lawnmower coverage) in the 4 benchmark models, using 20 quadrotors and 20 dynamics obstacles. From Table I, we observe that with higher building density and taller buildings, a few quadrotors collided with the buildings due to dynamic obstacle avoidance when ORCA was used. In contrast, LSwarm was effective in avoiding collisions with the buildings.

We compared LSwarm’s coverage performance with ORCA’s by making a quadrotor cover a 20m straight line with dynamic obstacles moving (a) from all directions towards the quadrotor and (b) perpendicular to the quadrotors movement at the same altitude as the quadrotor. For satisfying the GSD constraint, we try to avoid increasing the quadrotor altitude by over 1.5 meters. From Table II, we observe that LSwarm offers better effective coverage overlap (satisfying GSD constraint) compared to ORCA, and this improvement is prominent when the camera’s coverage radius is small. Furthermore, we tested the coverage performance when the dynamic obstacles move...
TABLE I: We present the complexity of different benchmark models and the time taken to compute the lawnmower waypoints. We tabulate the number of collisions (with buildings) when 20 quadrotor maneuver the lawnmower waypoints using ORCA and LSwarm, in the presence of 20 dynamic obstacles.

<table>
<thead>
<tr>
<th>Environment Model</th>
<th>Dimension (in meters)</th>
<th>Number of Buildings</th>
<th>Global Path Calculation Time (ms)</th>
<th>Collisions with buildings</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td>ORCA</td>
<td>LSwarm</td>
</tr>
<tr>
<td>High Dense</td>
<td>50.96 x 39.33 x 29.50</td>
<td>27</td>
<td>753</td>
<td>4</td>
</tr>
<tr>
<td>High Sparse</td>
<td>56.25 x 53.03 x 14.25</td>
<td>16</td>
<td>1027</td>
<td>2</td>
</tr>
<tr>
<td>Low Dense</td>
<td>64.26 x 53.80 x 12.5</td>
<td>79</td>
<td>1186</td>
<td>nil</td>
</tr>
<tr>
<td>Low Sparse</td>
<td>96.67 x 62.92 x 7.2</td>
<td>23</td>
<td>2585</td>
<td>nil</td>
</tr>
</tbody>
</table>

TABLE II: We tabulate the overlap ratio (satisfying GSD constraints) for different coverage radii when the quadrotor uses ORCA and LSwarm to cover a 20m straight line with the obstacles approaching from different directions. Both LSwarm and ORCA avoid all obstacles.

<table>
<thead>
<tr>
<th>Number of Dynamic Obstacles</th>
<th>ORCA</th>
<th>LSwarm</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1m Coverage Radius</td>
<td>3m Coverage Radius</td>
</tr>
<tr>
<td>Approaching from all directions</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>0.7210</td>
<td>0.7040</td>
</tr>
<tr>
<td>25</td>
<td>0.6594</td>
<td>0.6331</td>
</tr>
<tr>
<td>40</td>
<td>0.5916</td>
<td>0.6084</td>
</tr>
<tr>
<td>Approaching from Left to Right</td>
<td></td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>0.7762</td>
<td>0.8790</td>
</tr>
<tr>
<td>20</td>
<td>0.3201</td>
<td>0.5374</td>
</tr>
</tbody>
</table>

towards the quadrotor from all directions at various heights. From Fig. 7, we observe that with increasing number of dynamic obstacles, ORCA may compute collision free velocities that result in coverage data with unusable resolutions. LSwarm consistently produces velocities that lead to nearly optimal coverage with useful resolutions.

D. Benefits over Prior methods

Centralized trajectory generation can guarantee collision avoidance in known environments. But in time varying urban scenes, dynamic obstacles (such as birds) may enter the environment and collide with the quadrotors since they were not considered during centralized computation. LSwarm and ORCA, being local methods can effectively deal with such situations. LSwarm, in contrast to ORCA uses a more practical static collision avoidance and gives better coverage performance while maintaining scalability with respect to swarm agents (see Fig 8).

VI. CONCLUSION, AND FUTURE WORK

We present an efficient method for local collision avoidance under coverage constraints for large aerial swarms. We use an LUT to compute a velocity that provides collision-free trajectories and better coverage. LSwarm scales linearly with the number of swarm agents and takes few milliseconds for velocity computation for tens of swarm agents.

Our approach has some limitations. Currently, we use a simple Kalman filter to address the uncertainties in localization of agents/obstacles, whereas the uncertainty in actuation is not considered. Furthermore, the lawnmower algorithm assumes an exact representation of the urban environment. Our solution to the optimization formulation is approximate and does not provide guarantees with respect to global optimality. In the future, in addition to addressing these limitations, we would like to further evaluate our approach on complex urban models by coupling with other coverage strategies. It would be useful to develop more robust methods that can handle noise in the sensor measurements and account for uncertainty. Finally, we would like to accurately model the dynamics constraints of agents.

REFERENCES

Fig. 7: The graph presents the ratio of overlap area vs. the number of dynamic obstacles while considering GSD constraints. For a small number of obstacles, both methods provide the same overlap. LSwarm however provides a better overlap for a large number of dynamic obstacles over ORCA.


